**Data Structures and Algorithms**

**Lab-10**

Name: Ahmad Amjad Mughal

Reg No: 121672

Class: BSCS-6C

**Task 1:**

//Ahmad Amjad Mughal

//BSCS-6C

//121672

#include <iostream> //input output library

using namespace std; //for prompt commands

void insertionSort(int array[], int n) //function that performs sorting

{

int i, key, j;

for (i = 1; i < n; i++)

{

key = array[i]; //sets second element of array as a key

j = i - 1; //assign first element j

while (j >= 0 && array[j] > key) //comparsion of numbers

{

array[j + 1] = array[j];

j = j - 1;

}

array[j + 1] = key;

}

}

void display(int array[], int n) //function that displays the sorted array

{

int i;

for (i = 0; i < n; i++)

cout <<" "<< array[i];

cout << endl;

}

int main()

{

int array[] = {13,11,8,5,4,1,9 };

int n = sizeof(array) / sizeof(array[0]);

//function calls

insertionSort(array, n);

cout << "Numbers in sorted oder are listed as " << endl;

display(array, n);

return 0;

**}**

**Output:**

**![](data:image/png;base64,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)**

**Task 2+3:**

//Ahmad Amjad Mughal

//BSCS-6C

//121672

#include <ctime>

#include <iostream> //input output library

using namespace std; //for prompt commands

void insertionSort(int array[], int n) //function that performs sorting

{

int i, key, j;

for (i = 1; i < n; i++)

{

key = array[i]; //sets second element of array as a key

j = i - 1; //assign first element j

while (j >= 0 && array[j] > key) //comparsion of numbers

{

array[j + 1] = array[j];

j = j - 1;

}

array[j + 1] = key;

}

}

void display(int array[], int n) //function that displays the sorted array

{

int i;

for (i = 0; i < n; i++)

cout << array[i];

}

void random()

{

int random = 100000;

int arrayr[100000];

srand(time(NULL));

for (int number = 0; number < 10000; number++)

arrayr[number] = rand() % 100000 + 1;

clock\_t start = clock();

insertionSort(arrayr, random);

clock\_t stop = clock();

double iteration\_time = double(stop - start) / CLOCKS\_PER\_SEC;

cout << "randomized sorted Array Elapsed time is " << iteration\_time << endl;

}

void ascending()

{

int random = 100000;

int arrayr[100000];

srand(time(NULL));

for (int number = 0; number < 100000; number++)

arrayr[number] = rand() % random + 1;

insertionSort(arrayr, random);

clock\_t start = clock();

insertionSort(arrayr, random);

clock\_t stop = clock();

double iteration\_time = double(stop - start) / CLOCKS\_PER\_SEC;

cout << "Ascending order sorted array elapsed time is " << iteration\_time << endl;

}

void descending(){

int random = 100000;

int arrayr[100000];

int arraydesc[100000];

srand(time(NULL));

for (int number= 0; number < random; number++) {

arrayr[number] = rand() % random + 1;

}

insertionSort(arrayr, random);

for (int i = 100000, j = 0; i>0, j <= 100000; i--, j++){

arraydesc[j] = arrayr[i];

}

clock\_t start = clock(); // start timer

insertionSort(arraydesc, random);

clock\_t stop = clock();

double iteration\_time = double(stop - start) / CLOCKS\_PER\_SEC; //time in seconds

cout << "Descending order sorted array elapsed time is " << iteration\_time << endl;

};

int main()

{

random();

ascending();

descending();

return 0;

}

**Output:**

**![](data:image/png;base64,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)**

**Best case:** The best case input is an array that is already sorted .If we take a closer look at the insertion sort code, we can notice that every iteration of while loop reduces one inversion. The While loop executes only if **arr[i] < arr[j].** Therefore overall time complexity of the insertion sort is **O(n + f(n))** where f(n) is inversion count. If the inversion count is **O(n),** then the time complexity of insertion sort is O(n). In this case insertion sort has a linear running time (i.e., O(*n*)).During each iteration, the first remaining element of the input is only compared with the right-most element of the sorted subsection of the array.

**Average Case:** Average case is applied when array list comprises of numbers in random order. On average, we'd expect that each element is less than half the elements to its left. The running time would be half of the worst-case running time. Average case would still be O(n2).

**Worst Case:** The worst simplest worst case input is an array sorted in reverse order. The set of all worst case inputs consists of all arrays where each element is the smallest or second-smallest of the elements before it. In these cases, inner loop shift the sub sorted list of array before new sorting. This gives insertion sort a quadratic running time (i.e., O(*n*2)).